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Abstract

e VLLMIMis an LLM serving framework built for deploying large
language models (LLMs) with memory efficiency. It provides
continuous batching and paged attention functionality enabling
lower memory footprint and the right balance of request-level
latency and throughput.
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CPU kernels

e Originally, vLLM was supported on GPUs and demonstrated 2-4x
better throughput compared to other methods for fixed latency

Asynchronous requests from users

requirements. Support for x86 platforms was recently enabled. 5 PagedAttention )
kernel
e We enable vLLM for ARM CPUs, extending support for PyTorch % | |
and OpenVINO backends. We develop specialized kernels using é oo sarchta
Neon and Scalable Vector Extension (SVE)® intrinsics for SIMD O Ve SURen
vectorization on ARM. We observe 1.5x overall latency RS NS N
improvement with PyTorch, ~51x improvement in prefill latency \C’)VSQR,INO SREEMT
and ~3x improvement in per-token decoding latency with - /
OpenVINO over the baseline. Figure 1: Schematic of vLLM's backend and bindings with PyTorch and OpenVINO
vLLM with PyTorch backend vLLM with OpenVINO backend
e Added vectorized implementations of CPU kernels e Utilizes BRGEMM!? matrix multiplication micro-kernel with
(PagedAttention, LayerNormalization, PositionalEncoding, threading and blocking logic implemented over them to
etc.) using Neon intrinsics for FP32, FP16 and BF16 data types. achieve improved TTFT latency.
e Specialized execution pathways were added for hardware without * Added implementations of paged attention executor and
BF16 support (e.g., Apple Metal CPUs) to bypass BF16 execution supporting functions using SVE intrinsics in OpenVINO. This

enabled vLLM to use the OpenVINO backend for

and use FP32 or FP16 precisions instead. :
PagedAttention execution on ARM.
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All measurements performed on AWS Graviton3E (armé4, 64 cores, 128GB RAM, 2.6 GHz) TTFT - Time to first token (prefill latency), TPOT - Time per output token (per-token decoding latency)

Links to pull requests

e This work enables vLLM on the ARM CPUs, with kernel-level Neon and [1] Kwon et al., ERficient Memory Management for Large
SVE optimizations for PyTorch and OpenVINO backends, giving us Language Model Serving with PagedAttention. 2023.

f ARM CP arXiv:2309.06180.
Strong pPEfTormance on Us. [2] Georganas et al., High-Performance Deep Learning via a

Single Building Block. 2019. arXiv:1906.06440.

[3] Scalable Vector Extensions, Arm Developer,
https://developer.arm.com/Architectures/Scalable%20Vector
%Z20Extensions

e We will extend support for PagedAttention in FP16 precision in both
backends by July 2025 to enhance performance on Arm CPUs further.
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